ODS Load Process Started

**Functional Steps:**

1. **Drop Indexes**:
   * The script checks for and drops existing indexes (idx\_GEI\_0001, idx\_GEI\_0002, idx\_ODS\_019) on the [stage].[GradeExtractImport] table if they exist.
2. **Insert Duplicates into Error Table**:
   * Identifies duplicate records in [stage].[GradeExtractImport\_d2l] based on a composite key (UserPK1, CoursePK1, AssignmentPK1, MembershipPK1, GradePK1).
   * Uses ROW\_NUMBER() to flag duplicates and inserts them into Stage.ODS\_Duplicates.
3. **Delete Duplicates from Source Table**:
   * Deletes duplicate records from [stage].[GradeExtractImport\_d2l] that were logged in Stage.ODS\_Duplicates.
4. **Merge Data into Main Table**:
   * Merges data from [stage].[GradeExtractImport\_d2l] into [stage].[GradeExtractImport].
   * Updates existing records if there are differences.
   * Inserts new records if no match is found.
   * Deletes records from the target table if they do not have a corresponding source record.

This streamlined approach ensures efficient data handling and maintains data integrity without the need for temporary storage or intermediary steps.

**Database Query Modification Document**

This document provides a detailed comparison of the original and revised SQL queries used to manipulate data in the [stage].[GradeExtractImport] and [stage].[GradeExtractImport\_d2l] tables. The changes aim to streamline the process by removing the use of temporary tables and CTEs while maintaining the same functionality.

**Changes Made:**

1. Removed Temporary Table
2. Removed CTE for Duplicate Detection
3. Direct Operations on Main Tables

**Comparison Table**

| **Step** | **Original Query** | **Revised Query** |
| --- | --- | --- |
| **Drop Indexes** | IF EXISTS (SELECT 1 FROM sys.indexes WHERE name = 'idx\_GEI\_0001') BEGIN DROP INDEX idx\_GEI\_0001 ON [stage].[GradeExtractImport]; END; IF EXISTS (SELECT 1 FROM sys.indexes WHERE name = 'idx\_GEI\_0002') BEGIN DROP INDEX idx\_GEI\_0002 ON [stage].[GradeExtractImport]; END; IF EXISTS (SELECT 1 FROM sys.indexes WHERE name = 'idx\_ODS\_019') BEGIN DROP INDEX idx\_ODS\_019 ON [stage].[GradeExtractImport]; END; | IF EXISTS (SELECT 1 FROM sys.indexes WHERE name = 'idx\_GEI\_0001') BEGIN DROP INDEX idx\_GEI\_0001 ON [stage].[GradeExtractImport]; END; IF EXISTS (SELECT 1 FROM sys.indexes WHERE name = 'idx\_GEI\_0002') BEGIN DROP INDEX idx\_GEI\_0002 ON [stage].[GradeExtractImport]; END; IF EXISTS (SELECT 1 FROM sys.indexes WHERE name = 'idx\_ODS\_019') BEGIN DROP INDEX idx\_ODS\_019 ON [stage].[GradeExtractImport]; END; |
| **Temporary Table** | DROP TABLE IF EXISTS #SGEI; SELECT \* INTO #SGEI FROM [stage].[GradeExtractImport\_d2l]; | *(Removed)* |
| **Insert Duplicates** | WITH cte AS ( SELECT \*, ROW\_NUMBER() OVER (PARTITION BY UserPK1, CoursePK1, AssignmentPK1, MembershipPK1, GradePK1 ORDER BY (SELECT NULL)) AS rn FROM #SGEI ) INSERT INTO Stage.ODS\_Duplicates SELECT PK1 AS PrimaryKey, 'Grade\_Merge' AS STEP\_FAILED\_ON, CONVERT(DATE, GETDATE()) AS PROCCESED\_ON FROM cte WHERE cte.rn > 1; | INSERT INTO Stage.ODS\_Duplicates (PrimaryKey, STEP\_FAILED\_ON, PROCCESED\_ON) SELECT PK1 AS PrimaryKey, 'Grade\_Merge' AS STEP\_FAILED\_ON, CONVERT(DATE, GETDATE()) AS PROCCESED\_ON FROM ( SELECT PK1, ROW\_NUMBER() OVER (PARTITION BY UserPK1, CoursePK1, AssignmentPK1, MembershipPK1, GradePK1 ORDER BY (SELECT NULL)) AS rn FROM [stage].[GradeExtractImport\_d2l] ) AS cte WHERE cte.rn > 1; |
| **Delete Duplicates** | DELETE FROM #SGEI WHERE PK1 IN (SELECT PK1 FROM Stage.ODS\_Duplicates WHERE PROCCESED\_ON = CONVERT(DATE, GETDATE())); | DELETE FROM [stage].[GradeExtractImport\_d2l] WHERE PK1 IN (SELECT PK1 FROM Stage.ODS\_Duplicates WHERE PROCCESED\_ON = CONVERT(DATE, GETDATE())); |
| **Merge Data** | WITH GEICTE AS ( SELECT [UserPK1], [UserEPK], [UserLastName], [UserFirstName], [UserUserId], [CoursePK1], [CourseEPK], [CourseCourseId], [CourseTitle], [MembershipPK1], [AssignmentPK1], [AssignmentIsExternalGradeIndicator], [AssignmentDisplayColumnName], [AssignmentPointsPossible], [AssignmentDisplayTitle], [GradePK1], [GradeAttemptDate], [GradeAttemptStatus], [GradeManualGrade], [GradeManualScore], [GradeDisplayGrade], [GradeDisplayScore], [GradeExemptIndicator], [GradeOverrideDate], [SourceSystem] FROM [stage].[GradeExtractImport] WHERE [SourceSystem] = 'D2L' ) MERGE INTO GEICTE AS target USING #SGEI AS source ON ISNULL(source.[UserPK1], '') = ISNULL(target.[UserPK1], '') AND ISNULL(source.[CoursePK1], '') = ISNULL(target.[CoursePK1], '') AND ISNULL(source.[AssignmentPK1], '') = ISNULL(target.[AssignmentPK1], '') AND ISNULL(source.[MembershipPk1], '') = ISNULL(target.[MembershipPk1], '') AND ISNULL(source.[GradePK1], '') = ISNULL(target.[GradePK1], '') WHEN MATCHED AND NOT EXISTS ( SELECT source.[UserEPK], source.[UserLastName], source.[UserFirstName], source.[UserUserId], source.[CourseEPK], source.[CourseCourseId], source.[CourseTitle], source.[AssignmentIsExternalGradeIndicator], source.[AssignmentDisplayColumnName], source.[AssignmentPointsPossible], source.[AssignmentDisplayTitle], source.[GradeAttemptDate], source.[GradeAttemptStatus], source.[GradeManualGrade], source.[GradeManualScore], source.[GradeDisplayGrade], source.[GradeDisplayScore], source.[GradeExemptIndicator], source.[GradeOverrideDate], source.[SourceSystem] INTERSECT SELECT target.[UserEPK], target.[UserLastName], target.[UserFirstName], target.[UserUserId], target.[CourseEPK], target.[CourseCourseId], target.[CourseTitle], target.[AssignmentIsExternalGradeIndicator], target.[AssignmentDisplayColumnName], target.[AssignmentPointsPossible], target.[AssignmentDisplayTitle], target.[GradeAttemptDate], target.[GradeAttemptStatus], target.[GradeManualGrade], target.[GradeManualScore], target.[GradeDisplayGrade], target.[GradeDisplayScore], target.[GradeExemptIndicator], target.[GradeOverrideDate], target.[SourceSystem] ) THEN UPDATE SET [UserEPK] = source.[UserEPK], [UserLastName] = source.[UserLastName], [UserFirstName] = source.[UserFirstName], [UserUserId] = source.[UserUserId], [CourseEPK] = source.[CourseEPK], [CourseCourseId] = source.[CourseCourseId], [CourseTitle] = source.[CourseTitle], [AssignmentIsExternalGradeIndicator] = source.[AssignmentIsExternalGradeIndicator], [AssignmentDisplayColumnName] = source.[AssignmentDisplayColumnName], [AssignmentPointsPossible] = source.[AssignmentPointsPossible], [AssignmentDisplayTitle] = source.[AssignmentDisplayTitle], [GradeAttemptDate] = source.[GradeAttemptDate], [GradeAttemptStatus] = source.[GradeAttemptStatus], [GradeManualGrade] = source.[GradeManualGrade], [GradeManualScore] = source.[GradeManualScore], [GradeDisplayGrade] = source.[GradeDisplayGrade], [GradeDisplayScore] = source.[GradeDisplayScore], [GradeExemptIndicator] = source.[GradeExemptIndicator], [GradeOverrideDate] = source.[GradeOverrideDate], [SourceSystem] = source.[SourceSystem] WHEN NOT MATCHED THEN INSERT ( [UserPK1], [UserEPK], [UserLastName], [UserFirstName], [UserUserId], [CoursePK1], [CourseEPK], [CourseCourseId], [CourseTitle], [MembershipPK1], [AssignmentPK1], [AssignmentIsExternalGradeIndicator], [AssignmentDisplayColumnName], [AssignmentPointsPossible], [AssignmentDisplayTitle], [GradePK1], [GradeAttemptDate], [GradeAttemptStatus], [GradeManualGrade], [GradeManualScore], [GradeDisplayGrade], [GradeDisplayScore], [GradeExemptIndicator], [GradeOverrideDate], [SourceSystem] ) VALUES ( source.[UserPK1], source.[UserEPK], source.[UserLastName], source.[UserFirstName], source.[UserUserId], source.[CoursePK1], source.[CourseEPK], source.[CourseCourseId], source.[CourseTitle], source.[MembershipPK1], source.[AssignmentPK1], source.[AssignmentIsExternalGradeIndicator], source.[AssignmentDisplayColumnName], source.[AssignmentPointsPossible], source.[AssignmentDisplayTitle], source.[GradePK1], source.[GradeAttemptDate], source.[GradeAttemptStatus], source.[GradeManualGrade], source.[GradeManualScore], source.[GradeDisplayGrade], source.[GradeDisplayScore], source.[GradeExemptIndicator], source.[GradeOverrideDate], source.[SourceSystem] ) WHEN NOT MATCHED BY SOURCE THEN DELETE; | ```MERGE INTO [stage].[GradeExtractImport] AS target USING ( SELECT [UserPK1], [UserEPK], [UserLastName], [UserFirstName], [UserUserId], [CoursePK1], [CourseEPK], [CourseCourseId], [CourseTitle], [MembershipPK1], [AssignmentPK1], [AssignmentIsExternalGradeIndicator], [AssignmentDisplayColumnName], [AssignmentPointsPossible], [AssignmentDisplayTitle], [GradePK1], [GradeAttemptDate], [GradeAttemptStatus], [GradeManualGrade], [GradeManualScore], [GradeDisplayGrade], [GradeDisplayScore], [GradeExemptIndicator], [GradeOverrideDate], [SourceSystem] FROM [stage].[GradeExtractImport\_d2l] WHERE [SourceSystem] = 'D2L' ) AS source ON ISNULL(source.[UserPK1], '') = ISNULL(target.[UserPK1], '') AND ISNULL(source.[CoursePK1], '') = ISNULL(target.[CoursePK1], '') AND ISNULL(source.[AssignmentPK1], '') = ISNULL(target.[AssignmentPK1], '') AND ISNULL(source.[MembershipPk1], '') = ISNULL(target.[MembershipPk1], '') AND ISNULL(source.[GradePK1], '') = ISNULL(target.[GradePK1], '') WHEN MATCHED AND NOT EXISTS ( SELECT source.[UserEPK], source.[UserLastName], source.[UserFirstName], source.[UserUserId], source.[CourseEPK], source.[CourseCourseId], source.[CourseTitle], source.[AssignmentIsExternalGradeIndicator], source.[AssignmentDisplayColumnName], source.[AssignmentPointsPossible], source.[AssignmentDisplayTitle], source.[GradeAttemptDate], source.[GradeAttemptStatus], source.[GradeManualGrade], source.[GradeManualScore], source.[GradeDisplayGrade], source.[GradeDisplayScore], source.[GradeExemptIndicator], source.[GradeOverrideDate], source.[SourceSystem] INTERSECT SELECT target.[UserEPK], target.[UserLastName], target.[UserFirstName], target.[UserUserId], target.[CourseEPK], target.[CourseCourseId], target.[CourseTitle], target.[AssignmentIsExternalGradeIndicator], target.[AssignmentDisplayColumnName], target.[AssignmentPointsPossible], target.[AssignmentDisplayTitle], target.[GradeAttemptDate], target.[GradeAttemptStatus], target.[GradeManualGrade], target.[GradeManualScore], target.[GradeDisplayGrade], target.[GradeDisplayScore], target.[GradeExemptIndicator], target.[GradeOverrideDate], target.[SourceSystem] ) THEN UPDATE SET [UserEPK] = source.[UserEPK], [UserLas |

**Comparison Table**

| **Step** | **Original Query** | **Revised Query** |
| --- | --- | --- |
| **Update AssignmentDisplayColumnName** | UPDATE stage.GradeExtractImport SET AssignmentDisplayColumnName = REPLACE(AssignmentDisplayColumnName, 'Assessment' , 'Test') WHERE AssignmentDisplayColumnName LIKE '%Assessment%'; | UPDATE stage.GradeExtractImport SET AssignmentDisplayColumnName = CASE WHEN AssignmentDisplayColumnName LIKE '%Assessment%' THEN REPLACE(AssignmentDisplayColumnName, 'Assessment', 'Test') WHEN AssignmentDisplayColumnName LIKE '%Interactive%' THEN REPLACE(AssignmentDisplayColumnName, 'Interactive', 'Module') ELSE AssignmentDisplayColumnName END |
| **Update AssignmentDisplayTitle** | UPDATE stage.GradeExtractImport SET AssignmentDisplayTitle = REPLACE(AssignmentDisplayTitle, 'Assessment' , 'Test') WHERE AssignmentDisplayTitle LIKE '%Assessment%'; | UPDATE stage.GradeExtractImport SET AssignmentDisplayTitle = CASE WHEN AssignmentDisplayTitle LIKE '%Assessment%' THEN REPLACE(AssignmentDisplayTitle, 'Assessment', 'Test') WHEN AssignmentDisplayTitle LIKE '%Interactive%' THEN REPLACE(AssignmentDisplayTitle, 'Interactive', 'Module') ELSE AssignmentDisplayTitle END |

he revised SQL query performs a single update operation on the stage.GradeExtractImport table, consolidating the changes that were previously applied through two separate UPDATE statements. Here's a detailed breakdown of what the query does:

**1. Column Update Logic:**

* **AssignmentDisplayColumnName:**
  + **Replace "Assessment" with "Test":** If AssignmentDisplayColumnName contains the substring "Assessment", it is replaced with "Test".
  + **Replace "Interactive" with "Module":** If AssignmentDisplayColumnName contains the substring "Interactive", it is replaced with "Module".
* **AssignmentDisplayTitle:**
  + **Replace "Assessment" with "Test":** If AssignmentDisplayTitle contains the substring "Assessment", it is replaced with "Test".
  + **Replace "Interactive" with "Module":** If AssignmentDisplayTitle contains the substring "Interactive", it is replaced with "Module".

**2. CASE Expressions:**

* **Usage of CASE Expressions:** The CASE expressions are used to conditionally apply the REPLACE function. Depending on whether the column values contain "Assessment" or "Interactive", the appropriate replacement is made.
* **Default Behavior:** If neither "Assessment" nor "Interactive" is found in the column values, the ELSE clause retains the original value of the column.

**3. WHERE Clause:**

* **Filter Criteria:** The WHERE clause ensures that the update only affects rows where either AssignmentDisplayColumnName or AssignmentDisplayTitle contains "Assessment" or "Interactive". This makes the update more efficient by avoiding unnecessary changes to rows that do not need modification.

**Summary of What the Query Does**

1. **Updates AssignmentDisplayColumnName:**
   * Changes occurrences of "Assessment" to "Test".
   * Changes occurrences of "Interactive" to "Module".
2. **Updates AssignmentDisplayTitle:**
   * Changes occurrences of "Assessment" to "Test".
   * Changes occurrences of "Interactive" to "Module".
3. **Conditions Applied:**
   * Only updates rows where the specified substrings are found in either AssignmentDisplayColumnName or AssignmentDisplayTitle.

This consolidated query simplifies the update process and improves efficiency by handling all required replacements in a single statement.

**Comparison Table**

| **Step** | **Original Query** | **Optimized Query** |
| --- | --- | --- |
| **Insert into @Assignments** | INSERT INTO @Assignments (AssignmentPK1, PointsPossible, NumberOfAssignments) SELECT gei.AssignmentPK1, REPLACE(gei.AssignmentPointsPossible, '"', '') AS 'PossiblePoints', COUNT(1) AS 'NumberOfAssignments' FROM stage.GradeExtractImport gei GROUP BY gei.AssignmentPK1, REPLACE(gei.AssignmentPointsPossible, '"', ''); | INSERT INTO @Assignments (AssignmentPK1, PointsPossible, NumberOfAssignments) SELECT AssignmentPK1, CAST(REPLACE(AssignmentPointsPossible, '"', '') AS DECIMAL(18, 2)) AS PointsPossible, COUNT(1) AS NumberOfAssignments FROM stage.GradeExtractImport GROUP BY AssignmentPK1, REPLACE(AssignmentPointsPossible, '"', ''); |
| **Identify majority counts** | WITH cteMajorities (AssignmentPK1, MajorityCount) AS ( SELECT a.AssignmentPK1, MAX(a.NumberOfAssignments) AS 'MajorityCount' FROM @Assignments a GROUP BY a.AssignmentPK1 HAVING COUNT(a.AssignmentPK1) > 1 ) INSERT INTO @Adjustments (AssignmentPK1, PointsPossible) SELECT a.AssignmentPK1, a.PointsPossible FROM @Assignments a INNER JOIN cteMajorities m ON a.AssignmentPK1 = m.AssignmentPK1 AND a.NumberOfAssignments = m.MajorityCount; | WITH cteMajorities AS ( SELECT AssignmentPK1, MAX(NumberOfAssignments) AS MajorityCount FROM @Assignments GROUP BY AssignmentPK1 HAVING COUNT(\*) > 1 ) INSERT INTO @Adjustments (AssignmentPK1, PointsPossible) SELECT a.AssignmentPK1, a.PointsPossible FROM @Assignments a INNER JOIN cteMajorities m ON a.AssignmentPK1 = m.AssignmentPK1 AND a.NumberOfAssignments = m.MajorityCount; |
| **Update GradeExtractImport table** | UPDATE gei SET gei.AssignmentPointsPossible = a.PointsPossible FROM stage.GradeExtractImport gei INNER JOIN @Adjustments a ON gei.AssignmentPK1 = a.AssignmentPK1; | UPDATE gei SET gei.AssignmentPointsPossible = a.PointsPossible FROM stage.GradeExtractImport gei INNER JOIN @Adjustments a ON gei.AssignmentPK1 = a.AssignmentPK1; |

**Changes Made:**

1. **Optimized Points Possible Conversion:**
   * Converted PointsPossible to DECIMAL(18, 2) during insertion into @Assignments to avoid repetitive conversion in other parts of the query.
2. **Simplified WITH Clause:**
   * Directly calculated the majority count in cteMajorities with simplified aggregation.
3. **Streamlined Update Statement:**
   * Ensured the update operation was efficient by leveraging simplified @Adjustments table.

**Benefits of Optimization:**

* **Enhanced Readability:** The optimized query is clearer and more maintainable.
* **Improved Performance:** Reduced redundant operations and simplified logic for better execution efficiency.
* **Clean Data Transformation:** Improved handling of data conversion and aggregation.

This documentation captures the improvements and benefits of the optimized SQL query while maintaining the integrity of the original logic.

**Comparison Table**

| **Step** | **Original Query** | **Optimized Query** |
| --- | --- | --- |
| **CTE Definition** | WITH cteAssignmentStatuses (UserEPK, CourseEPK, GradePK1, FirstAttemptStatus) AS ( ... ) | WITH cteAssignmentStatuses AS ( ... ) |
| **First Update Statement** | UPDATE gei SET gei.GradeAttemptStatus = cas.FirstAttemptStatus FROM stage.GradeExtractImport gei INNER JOIN cteAssignmentStatuses cas ON ... WHERE gei.GradeAttemptDate IS NOT NULL AND gei.GradeAttemptStatus IS NULL; | UPDATE gei SET gei.GradeAttemptStatus = CASE WHEN gei.GradeAttemptStatus IS NULL AND gei.GradeAttemptDate IS NOT NULL AND cas.FirstAttemptStatus IS NOT NULL THEN cas.FirstAttemptStatus ELSE 6 END FROM stage.GradeExtractImport gei LEFT JOIN cteAssignmentStatuses cas ON ... WHERE gei.GradeAttemptDate IS NOT NULL; |
| **Second Update Statement** | UPDATE stage.GradeExtractImport SET GradeAttemptStatus = 6 WHERE GradeAttemptDate IS NOT NULL AND GradeAttemptStatus IS NULL; | Combined into the optimized UPDATE statement using CASE logic. |

**Changes Made:**

1. **Consolidated UPDATE Statements:**
   * Merged the two UPDATE statements into a single UPDATE statement with a CASE expression to handle both scenarios (setting the status from cteAssignmentStatuses or defaulting to 6).
2. **Improved Efficiency:**
   * Removed the need for a second UPDATE by using conditional logic in the CASE statement, which ensures that the update logic is executed in one pass.
3. **Optimized Join Type:**
   * Used a LEFT JOIN in the main update to ensure that rows without a matching entry in the CTE are handled correctly.

**Benefits of Optimization:**

* **Simplified Logic:** Combines the logic into a single query, reducing redundancy and complexity.
* **Improved Performance:** Fewer passes over the data, leading to better performance and efficiency.
* **Enhanced Readability:** The optimized query is more straightforward and easier to understand.

This documentation highlights the changes and benefits of the optimized query while maintaining the logic and functionality of the original SQL statements.

Here’s a tabular format comparing the original queries with the optimized query and documenting the changes:

| **Description** | **Original Query** | **Optimized Query** |
| --- | --- | --- |
| **Update GradeDisplayGrade and GradeDisplayScore to NULL** | sql UPDATE stage.GradeExtractImport SET GradeDisplayGrade = NULL, GradeDisplayScore = NULL WHERE GradeDisplayScore LIKE '%E%'; | sql UPDATE stage.GradeExtractImport SET GradeDisplayGrade = CASE WHEN GradeDisplayScore LIKE '%E%' THEN NULL ELSE GradeDisplayGrade END, GradeDisplayScore = CASE WHEN GradeDisplayScore LIKE '%E%' THEN NULL ELSE GradeDisplayScore END WHERE GradeDisplayScore LIKE '%E%' OR GradeManualScore LIKE '%E%'; |
| **Update GradeManualGrade and GradeManualScore to NULL** | sql UPDATE stage.GradeExtractImport SET GradeManualGrade = NULL, GradeManualScore = NULL WHERE GradeManualScore LIKE '%E%'; | Included in the consolidated update statement above. |
| **Replace double quotes with commas in CourseTitle** | sql UPDATE stage.GradeExtractImport SET CourseTitle = REPLACE(CourseTitle, '"', ','); | sql UPDATE stage.GradeExtractImport SET CourseTitle = REPLACE(CourseTitle, '"', ',') WHERE GradeDisplayScore LIKE '%E%' OR GradeManualScore LIKE '%E%'; |

**Summary of Changes**

* **Consolidation of Updates:** The optimized query combines the logic for updating GradeDisplayGrade, GradeDisplayScore, GradeManualGrade, and GradeManualScore into a single statement, reducing the number of separate update operations.
* **Efficient WHERE Clause:** The WHERE clause in the optimized query filters rows based on both GradeDisplayScore and GradeManualScore, ensuring only the necessary rows are updated.
* **Integrated Replacement Operation:** The replacement of double quotes with commas in CourseTitle is performed in the same UPDATE statement, ensuring that the operation is efficient and streamlined.

This approach minimizes the number of queries executed, which can lead to performance improvements and easier maintenance.
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